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Theme :Basic Data Structures:

**Objective:** to explore algorithms of sorting and binary search.

**Task:**

Develop a program that reads numbers N, M (1 <N, M <256), a sequence of N

keys (integers, real numbers or strings (up to 255 characters) depending on the

variant), and a sequence of M keys. The program saves the first sequence to redblack

trees.

Whenever a new element is added to tree, statistics must be display according

to variant.

1 The minimum element and its color;

2 The maximum element and its color.

After building a tree, results of the following operations must be shown for the

tree and for every element x of the second sequence (according to variant).

1 Does item x exist in the tree and what is its color.

2 Successor(x) and its color.

3 Predecessor(x) and its color.

Usage of ready data structures (e.g., STL) is prohibited, but string

implementations can be used (for example, std::string in C++).

**Progress of the lab:**

Theory : Many algorithms use sorting as an intermediate step. There are many different

sorting algorithms; the choice of a particular situation depends on the length of the

sorted sequence, of degree how much it is already sorted, and the type of available

memory.

Merge sort is based on "divide and conqueror", too. First, we divide the array

into two half smaller parts. Then we sort each half separately. Then we can merge the
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two ordered array into one. Recursive partitioning of the problem into smaller ones

occurs until as long as the array size is more that 1 (any array of length 1 can be

considered as ordered).

Nontrivial part is to connect the two ordered arrays into one. It is performed by

an auxiliary procedure *Merge* (*A , p ,q , r*) . The parameters of this procedure are

array *A* and numbers *p , q , r* indicating the border of merged parts. The

procedure assumes that *p*<*q*<*r* and that areas *A*[ *p* ..*q*] and *A*[ *q*+1 ..*r* ] are

sorted and merges them into one section *A*[ *p* ..*r* ] .

CODE:

using System;

using System.Text;

namespace Merge\_Sort

{

class List

{

private int[] unsorted = new int[20];

private int[] arr = new int[20];

private int[] sorted = new int[20];

private int cmp\_count; //Number of comparisons

private int mov\_count; //Number of data movements

// Number of elements in array

private int n;

public List()

{

cmp\_count = 0;

mov\_count = 0;

}

void read()

{

// Get the number of elements to store in the array

while (true)

{

Console.Write("Enter the number of elements in the array: ");

string s = Console.ReadLine();

n = Int32.Parse(s);

if (n <= 20)

break;

else

Console.WriteLine("\nArray can have maximum 20 elements.\n");

}

Console.WriteLine("-----------------------");

Console.WriteLine(" Enter array elements ");

Console.WriteLine("-----------------------");

// Get array elements

for (int i = 0; i < n; i++)

{

Console.Write("<{0}> ", i + 1);

string s1 = Console.ReadLine();

arr[i] = Int32.Parse(s1);

unsorted[i] = Int32.Parse(s1);

}

}

public void m\_sort(int low, int high)

{

int mid;

if (low >= high)

return;

mid = (low + high) / 2;

m\_sort(low, mid);

m\_sort(mid + 1, high);

merge(low, mid, high);

}

public void merge(int low, int mid, int high)

{

int i, j, k;

i = low;

j = mid + 1;

k = low;

while ((i <= mid) && (j <= high))

{

if (arr[i] <= arr[j])

{

sorted[k++] = arr[i++];

}

else

{

sorted[k++] = arr[j++];

}

cmp\_count++;

}

//If there are still some elements in the first sub list

//append them to the new list.

while (i <= mid)

{

sorted[k++] = arr[i++];

mov\_count++;

}

//If there are still some elements in the second sub list

//append them to the new list.

while (j <= high)

{

sorted[k++] = arr[j++];

mov\_count++;

}

//Copy the sorted elements in the original array

for (i = low; i <= high; i++)

{

arr[i] = sorted[i];

mov\_count++;

}

}

int getSize()

{

return (n);

}

void display()

{

Console.WriteLine("-----------------------");

Console.WriteLine(" Sorted array elements ");

Console.WriteLine("-----------------------");

for (int j = 0; j < n; j++)

{

Console.WriteLine(arr[j]);

}

Console.WriteLine("\nNumber of comparisons: " + cmp\_count);

Console.WriteLine("\nNumber of data movements: " + mov\_count);

}

void binary()

{

int n = getSize();

for (int j = 0; j < n; j++)

{

binarySearch(unsorted[j]);

}

}

void binarySearch(int item)

{

// Accept the number to be searched

// Apply binary search

int lowerbound = 0;

int upperbound = n - 1;

// Obtain the index of the middlemost element

int mid = (lowerbound + upperbound) / 2;

int ctr = 1;

while ((item != arr[mid]) && (lowerbound <= upperbound))

/\* Loop to search for the element in the array \*/

{

if (item > arr[mid])

lowerbound = mid + 1;

else

upperbound = mid - 1;

mid = (lowerbound + upperbound) / 2;

ctr++;

}

if (item == arr[mid])

Console.WriteLine("\n" + item.ToString() + " found at position " + (mid + 1).ToString());

else

Console.WriteLine("\n" + item.ToString() + " not found in the array\n");

}

static void Main(string[] args)

{

// Declaring the object of the class

List myList = new List();

// Accept array elements;

myList.read();

// Calling the sorting function

myList.m\_sort(0, myList.getSize() - 1); //First call to merge sort algo.

// Display sorted array

myList.display();

//binary search

myList.binary();

// To exit from the console

Console.WriteLine("\n\nPress Return to exit.");

Console.Read();

}

}

}
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Figure.1- enter size of array and elements of array
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Figure.2- Sorted array

![](data:image/png;base64,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)

Figure.3- binary search

Conclusion:

In this laboratory the study of merge sorting was considered

* Merge sorting an array.
* Perform binary searching.